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ABSTRACT

Peer assessment as a form of collaborative learning can encourage students to learn actively and improve their
learning progress. Previous research has demonstrated the potential of systems that integrate peer assessment
mechanisms. In this project, we designed a variation of computational notebooks to support teaching introduc-
tory programming in the JupyterLab environment. We were particularly interested in enabling instructors to share
and demonstrate coding in real-time, allowing them to assess students’ notebooks at scale while providing real-time
feedback, and supporting students in collaboratively assessing their code. During development, we extracted core
functionality into separate libraries to enhance reusability, including a React quiz UI component library and a Yjs
extension for handling normalized data. Additionally, by deploying a JupyterHub server, we facilitated multi-user
access to the extension, enabling comprehensive testing. Last but no least, we evaluated the system and reached out
for user feedback.
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1 Introduction

Previous studies have shown that peer assessment, as a method of collaborative learning through reviewing and
testing each other’s solutions, can boost students’ motivation, engagement, and learning achievements [29, 30, 41,
45], while reducing the effort required for instructors to provide scalable personalized feedback[30].

Notably, the paper PuzzleMe introduced an in-class exercise tool that allows instructors to create and share exer-
cises of the types: free-response, programming, and multiple choice [50]. The system achieved two peer assessment
mechanisms. Firstly, Live Peer Testing enables students to create lightweight test cases and add them to a shared,
moderated collection, allowing them to validate their code against these test cases, thereby enhancing their confi-
dence in their code [50]. Secondly, Live Peer Code Review intelligently groups students based on their solutions to
maximize meaningful code review and improve their code understanding [50].

While PuzzleMe demonstrated the potential of such systems, it faced limitations in accessibility, robustness, and
scalability. Building upon this foundation, our thesis introduces a more accessible solution: a JupyterLab extension
that utilizes a conflict-free shared data model based on Yjs [37].

The extension aligns with the exercise types of PuzzleMe and implements one peer assessment technique: Live
Peer Testing. Leveraging the JupyterLab ecosystem, it enables the registration and interpretation of a new file type,
“.puzzle”, which facilitates the storage of exercise data and allows displaying a UI. For students, the extension offers a
minimalistic interface that supports interaction with exercises, including problem-solving, solution submission, and
participation in peer testing activities. The instructor’s interface provides tools for creating and managing exercises,
monitoring student progress, and delivering feedback.

Throughout the development of this extension, we focused on enhancing the reusability of UI components by
decoupling them from the JupyterLab ecosystem. This approach facilitated the creation and publication of a React
Quiz Component library, which offers versatile and configurable UI elements tailored for various types of exercises.

In addition, managing complex nested data structures in the “.puzzle” file, particularly the challenge of observ-
ing changes in deeply nested properties, revealed the need for a more refined approach. Consequently, we de-
veloped a specialized framework designed for efficiently applying updates and monitoring changes to normalized
semi-structured data within the Yjs environment. This approach improved data consistency, simplified the overall
architecture, and ultimately made the system more scalable.

To validate the extension, we deployed a JupyterHub instancewithin the ETH environment, which allowedmulti-
user access to JupyterLab. During a subsequent testing session, several technical issues were identified, and potential
areas for improvement in both the User Interface and collaborative features were highlighted through questionnaires.
Despite these challenges, the testing affirmed the extension’s potential.

The contribution of this work includes:

• Development of core libraries and the JupyterLab extension, including their underlying concepts and software
design.

• Integration of a JupyterHub server within the ETH environment which facilitates user management, enables
customizable private and collaborative JupyterLab servers, and provides persistent storage.

• Public release of the libraries and extension to encourages further development and use by the broader com-
munity, contributing to the ongoing advancement of collaborative learning tools in educational technology.

Additional project details can be found on the product page [32]. The React Quiz Component library and the Yjs
Normalized framework are accessible via npm [33, 34].
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2 Related Work

The thesis builds on four related research and applied topics: Peer assessment as a form of collaborative learning,
real-time code sharing in educational settings, scaling feedback, and Jupyter as an educational platform.

2.1 Peer Assessment as a Form of Collaborative Learning

Peer assessment is a form of collaborative learning where students critique and provide feedback to each other [49].
It has been widely recognized as an effective form of collaborative learning, offering numerous educational benefits,
such as enhanced learning outcomes, better understanding of solutions, increased engagement, and the development
of critical thinking skills [14, 44]. However, providing high-quality feedback can be challenging due to students’ vary-
ing levels of expertise, necessitating structured guidance and intelligent grouping [6, 51]. CodeDefenders [41] is a
notable example of a tool that combines peer assessment with gamification to enhance collaborative learning in pro-
gramming education. Students write, assess, and improve each other’s code by engaging in a game-like environment
where they attempt to find and fix defects in their peers’ code. This system relies on a pairing mechanism, where one
student writes code variants and the other student tests them. In comparison, our approach follows the mechanism
of PuzzleMe [50], where all students can write tests and add them to a shared collection, enabling the evaluation of
each other’s code.

2.2 Real-time Code Sharing in Educational Settings

Real-time code sharing is an essential feature in collaborative learning environments, allowing students and instruc-
tors to interact and provide feedback to each other instantaneously. Prior research has shown that using real-time
collaborative code editors can boost students engagement, encourage collaboration and peer learning, and facilitate
a more dynamic and interactive classroom experience [25]. Codeopticon enables instructors to monitor multiple
students’ coding progress, including their history, and allows for direct interaction with individuals in need of help
through a chat feature [22]. Conducted interviews reported that the tool was perceived as very powerful for in-
structors, enabling them to structure their classes more efficiently. For answer walkthroughs, live-coding has been
found to be preferred by students when instructors write out solutions in front of the class. This approach allows
the instructor to provide explanations and engage students by asking questions [42]. For example, PuzzleMe en-
ables live coding and propagates the instructor’s code changes to students [50]. Our extension follows the same
approach for answer walkthroughs and also leverages the concept of code monitoring of students’ solutions, similar
to Codeopticon.

2.3 Scaling Feedback

Providing timely and constructive feedback to students is a critical component of effective teaching, but scaling this
process can be challenging, especially in large classes [43]. Previous work has explored different approaches to scale
instructors’ efforts: clustering student solutions by leveraging high-level patterns [19], propagating bug fixes from
one student to the rest of the class [23], and leveraging prior student activity data to model the solution space [27].
However, applying these approaches in a real-time environment can be complex and require expert knowledge.

Our extension builds on the concept of learningsourcing, an approach that synthesizes the efforts of previous
students to create materials for future learners [48]. PuzzleMe introduces a method for sourcing student explanations
and solutions, as well as a collection of test cases shared among students [50]. These concepts are adapted and also
integrated into our system.
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2.4 Jupyter as an Educational Platform

Having a well-established platform that instructors are familiar with is crucial for effective teaching. In the context
of data science, instructors must navigate diverse student backgrounds, teach disciplined workflows, and address
challenges related to software setup, dataset relevance, and managing uncertainty in data analysis [28]. Jupyter
notebooks facilitate this by allowing users to integrate code, explanations, and analysis into a single document [20].

Students benefit from Jupyter notebooks through interactive exploration, effective visualization, and enhanced
programming skills development [4]. For instructors, notebooks offer flexible adoption across various educational
formats, including in-class demonstrations, interactive labs, and full course content, accommodating different teach-
ing styles and levels of experience [4]. Previous work has proposed best practices for teaching with Jupyter and
highlighted both technical considerations and the positive impact of Jupyter notebooks in classrooms [2, 26].

Our extension builds on this work and prior experience to create a comprehensive and integrated solution that
enhances interactive learning, streamlines the teaching process, and supports effective collaboration.

3 Extension Design

We designed this extension as a platform to enhance in-class programming exercises for both instructors and stu-
dents. To illustrate the user experience from both perspectives, we describe how a hypothetical instructor, Bob, and a
hypothetical student, Alice, interact with the system. In our scenario, Bob aims to create exercises for each type: text
response, multiple choice, and coding, while Alice aims to solve these exercises. For each type, we provide detailed
screenshots illustrating the actions taken by Bob and Alice.

3.1 Exercise Creation

To create a new exercise, Bob utilizes the JupyterLab launcher panel to generate a “.puzzle” file. Upon opening this
file, a toolbar is displayed (Figure 1), offering options for creating different exercise types.

Figure 1: Exercise Creation Toolbar. Allowing for the creation of the three exercise type: text response, multiple
choice, and coding

3.2 Text Response Exercise

Initially, Bob aims to assess Alice’s understanding of Human-Computer Interaction (HCI) through a free-text re-
sponse exercise. By clicking the corresponding button on the toolbar (Figure 1), he initiates the exercise creation
process and proceeds to configure its details (Figure 2). Bob starts by defining the exercise question (2.1) and its
corresponding solution (2.2) through a click-to-edit mechanism. Subsequently, he makes the exercise visible to Alice
by selecting "Show Exercise" (2.3). Bob can then monitor her progress in a separate tab (2.7).
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Figure 2: Bob perspective: Text response exercise. (1) Exercise description editor. (2) Solution editor. (3) Show
exercise button. (4) Show solution button. (5) Exercise reorder Button. (6) Delete button. (7) Alice’s solution tab.

Upon the exercise becoming visible, Alice is presented with a text response task (Figure 3). She begins by entering
her solution (3.1) and then submits it for evaluation (3.2).

Figure 3: Alice perspective: Text response exercise. (1) Solution editor. (2) Submit button.

After observing Alice’s response, Bob decides to provide feedback in the form of a comment (Figure 4). To allow
Alice to view both the comment and the correct solution, he selects the "Show Solution" button (2.4).

Figure 4: Bob perspective: Looking at Alice’s solution

For future adjustments, Bob has the flexibility to reorder exercises (2.5) or remove unnecessary exercises (2.6).
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3.3 Multiple Choice Exercise

To challenge Alice further, Bob opts for a multiple-choice exercise. By clicking the appropriate button on the toolbar
(Figure 1), he accesses the exercise setup interface (Figure 5). Here, he can define the exercise prompt (5.1) and
customize settings like allowing multiple selections or randomizing answer order (5.2). Additional options include
adding new answer choices (5.3), editing existing ones (5.4), and rearranging their sequence (5.5). Once satisfied, Bob
can control exercise visibility (5.7) and analyse the distribution of student selections, including Alice’s choice (5.8).

Figure 5: Bob perspective: Multiple choice exercise. (1) Exercise description editor. (2) Multiple choice configuration
options. (3) Add option button. (4) Existing option. (5) Option reorder buttons. (6) Show exercise button. (7) Show
solution button. (8) Distribution display.

Alice encounters a multiple-choice question (Figure 6) and selects her answer (6.1). As she chooses an option,
the response distribution in Bob’s interface (5.7) updates accordingly. To finalize her submission, Alice clicks the
“Submit” button (6.2).

Figure 6: Alice perspective: Multiple choice exercise. (1) Multiple choice options. (2) Submit button.

Bob now wants the solution and distribution to be displayed to Alice, he achieves this by clicking on the “Show
Solution” button (5.6).
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3.4 Coding Exercise

Lastly, interested in assessing Alice’s programming proficiency, Bob selects the coding exercise option from the
toolbar (Figure 1). This action presents him with the coding exercise setup interface (Figure 7). Similar to previous
exercise types, Bob begins by inputting the exercise description (7.1). Subsequently, he configures the testing mode
by choosing from three options (7.2):

1. Tests are active, and no tests are required.

2. Each student must verify one test before coding is allowed.

3. Tests are deactivated.

For this exercise, Bob opts for the first option, where no initial test verification is required. Following this, he
enters the starting code (7.3) which will be provided to Alice and the expected solution code (7.4). A visual cue
indicating successful code compilation (7.4) and confirms the code’s executability. To enhance the exercise, Bob
decides to create an additional test case (7.5). A prompt appears requesting a name for the new test case (7.6). After
inputting the test case name, Bob proceeds to define the assertion code (7.7) and verifies its correctness against the
master solution (7.8). Upon successful verification, the newly created test case becomes part of the shared test case
collection. As a final step, Bob sets the exercise visibility to make it accessible to Alice (7.10). Once activated, he can
monitor Alice’s progress within the corresponding solution tab (7.12).

Figure 7: Bob perspective: Coding exercise. (1) Exercise description editor. (2) Testing mode selection. (3) Starting
code editor. (4) Solution code editor. (5) Add test case button. (6) Test name input. (7) Assertion code editor. (8)
Verify test case button. (9) Delete test case button. (10) Show exercise button. (11) Show solution button. (12) Alice’s
solution tab.
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Alice is presented with the coding exercise interface (Figure 8) where she can initiate code implementation (8.1).
Similar to Bob’s interface, a visual cue confirms successful code compilation (Figure 8.1), while compilation errors
are indicated accordingly. Upon completing her code, Alice can execute all test cases collectively (8.2) or individually
(8.3). To optimize the process, the interface allows her to filter test results, focusing solely on failed test cases (8.4).
For further code validation, Alice has the option to create additional test cases (8.5). Once satisfied with her solution’s
correctness, Alice submits her code for evaluation. Notably, Alice retains the ability to contribute to the exercise’s
development even after submission by creating additional test cases to assist fellow students.

Figure 8: Alice perspective: Coding exercise. (1) Solution code editor. (2) Run all tests button. (3) Run single test case
button. (4) Hide successful test cases button. (5) Add test case button. (6) Submit button.

After Alice submits her code, Bob can run the associated test cases to assess its correctness. Similar to the text
response exercise, Bob can provide feedback in Markdown format (Figure 4). Additionally, he can reveal the master
solution to Alice (7.11), allowing her to conduct a side-by-side comparison of her code and themaster solution (Figure
9.

Figure 9: Alice perspective: Coding exercise - Diff view of her solution compared to the master solution

To maintain exercise quality, Bob has the authority to manage the shared test case collection by removing re-
dundant or irrelevant test cases (Figure 7.9).
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4 Implementation

Our implementation comprises four core components: a React Quiz UI component library, Yjs Normalized for col-
laborative data management, a JupyterLab extension for quiz creation and management, and JupyterHub for hosting
multi-user JupyterLab environments. The following sections explore each component in detail, explaining their
roles, functionalities, and how they integrate to create a comprehensive solution for collaborative quiz creation and
management in JupyterLab.

5 React Quiz UI

To create a reusable UI for quizzes, we separated visual elements from business logic, resulting in a dedicated package
for these elements. This section discusses the design decisions that were carefully elaborated to maximize reusability.

5.1 Architecture and Components

The library is intended for use in projects adhering to the open/closed principle [36], favoring composition over
inheritance for creating large-scale components. Following this and the single responsibility principle [36], we de-
veloped standalone components that encapsulate specific functionalities. Each component is designed to be reusable
and maintainable, allowing developers to extend and customize their applications without modifying the existing
codebase. This approach promotes code reuse and simplifies testing and debugging, as each component can be
independently tested and verified.

Exercise components align with the types presented by PuzzleMe [50]. Each component corresponds to a specific
type of exercise or a segment thereof.

• Multiple choice exercise: Users can select either 1 or 𝑚 from 𝑛 elements (with 𝑚 ≤ 𝑛). The presentation of
items can be randomized, and user input can be optionally disabled. Visual evaluation of the user’s response
is also available. Additionally, it supports both radio button (1 out of 𝑛) and checkbox (𝑚 out of 𝑛) selection
modes.

• Coding exercise: The user is asked to solve a coding problem. Optionally, a starting code can be provided.

• Text response exercise: The user is asked to write a text response based on a given question or problem.

Util components serve as versatile toolsets that can be used across various exercise types. One such util component
is the markdown editor, which provides a combined view of rendered and editable markdown content. The two
sub-views can be arranged vertically, horizontally, or organized into tabs labeled ’Source’ and ’Preview’. Alterna-
tively, users can switch between rendered and source views in a Jupyter notebook style by clicking on the rendered
markdown to edit and pressing Ctrl/Cmd + Enter to switch back.

Source components are small modular building blocks essential for both exercise and util components. Their
primary responsibility lies in facilitating the modification or rendering of a specific source property.

• Markdown: Renders Markdown text for formatted content display.

• Code: Offers a Monaco code editor with language highlighting for code editing and visualization.

• DiffCode: Provides a diff code editor with language highlighting for side-by-side comparison of two code
pieces.
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5.2 State Management and User Interactions

State management within components only stores internal state (e.g., active tab of a markdown editor). External state
(e.g., multiple choice options) must be handled by the parent component or a global state management solution, such
as the Context API or Redux. This approach does not bind the developer to any specific state management solution,
making the package more accessible and lightweight.

Any interaction with an exercise component that changes the initial answer emits an event to the parent com-
ponent, which is responsible for updating the external state accordingly.

5.3 Styling and Storybook

Components are styled using Tailwind CSS [24], leveraging the UI library Daisy UI [17]. The themes feature allows
designers to redefine color palettes, making the package highly customizable.

A comprehensive Storybook setup is provided to test the library and see the components in action. It allows
developers and designers to browse the component library, view different states of each component, and interact
with them in a live environment.

5.4 Implementation

Each exercise component asks for the same generic props ExerciseProps<T extends IExerciseObject, E extends IEx-
erciseAnswer> (A.1), where T and E are implemented according to the needs of its component. Firstly, the IExer-
ciseObject comprises exercise-specific data to be rendered, e.g., multiple-choice options. Additionally, it may include
an optional metadata property, which holds supplementary information about the exercise, e.g., configuration details
and a solution. Secondly, the IExerciseAnswer interface encompasses the user’s solution specific to the exercise. It
holds information about the answer given by the user and may also consist of a reference ID.

6 Normalized Semi-Structured Data for Yjs

To facilitate a collaborative environment, we needed an algorithm designed to ensure conflict-free editing. Jupyter-
Lab already offers a foundational framework for this through Yjs, which allows multiple users to edit the same file
simultaneouslywithout conflicts. Although the framework provides essential features, managing and observing state
for large data structures can become highly complex and cumbersome. To address this, we developed an extension
on top of the existing framework, specifically tailored to the Yjs implementation.

6.1 Yjs

Yjs is a high-performance CRDT for building collaborative applications that sync automatically. It has an alternative
approach to implementation of operational transformation (OT). It ensures convergence, preserves user intentions
and allows offline editing and can be utilized for arbitrary data types in the Web browser [37].

6.2 Data Normalization

Data normalization, a concept rooted in the design of relational databases, involves organizing data to minimize
redundancy and improve integrity [3]. Dealingwith nested or relational JSON data in Yjs applications can be complex
and cumbersome. Observing updates in a deeply nested properties can be extremely inefficient, and lead to errors.
Applying the same concept of normalizing data to a JSON structure can be beneficial. It ensures:
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• Data consistency: Redundancies are reduced, lowering the risk of inconsistencies.

• Scalability: Managing large and complex data structures becomes more straightforward.

• Simplified state observations: The max depth level for nested data is 4 and therefore less complex to handle.

This approach follows the procedure of the section: Normalizing State Shape in the Redux documentation [16]. A
normalized structure consist of collections. Each collection maintains a byId property and an allIds array property.
The byId property is an object containing all entities of the collection, indexed by their unique identifiers. The allIds
array holds the IDs of all entities in the collection. Consider a collection of users. The normalized structure would
look like this:

{

"users": {

"byId": {

"user1": { "name": "Alice", "age": 30 },

"user2": { "name": "Bob", "age": 25 }

},

"allIds": ["user1", "user2"]

}

}

6.3 Maintainer

Maintainer classes enable manipulation of normalized data structures in Yjs applications. That means they ensure
that all changes are made within a Yjs transaction. Each class is responsible for one collection within the data
structure. They provide key features to manipulate them:

• Add objects: Add new objects to the collection.

• Delete objects: Remove objects from the collection, with optional cascade functionality.

• Update objects: Modify existing objects

• Reorder objects: Change the position of objects in the collection. The order within allIds property implicates
the real order

• Manage Property Arrays: Add, remove, and reorder elements in array properties of an object.

6.4 Observer

In general, observers facilitate the observation of semi-structured, normalized data within a Yjs Y.Map, track changes
to the data, and dispatch events accordingly.

RootObserver The RootObserver class is an abstract class that primarily functions as a root data observer and
secondly acts as a registry for Sub-Observers that track more granular changes within the data. The class defines
several abstract dispatcher methods that subclasses must implement to handle various types of data updates:

• Root dispatcher: Dispatches the entire normalized state.
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• Add dispatcher: Dispatches an event to add an object.

• Delete dispatcher: Dispatches an event to delete an object by its id.

• Update property dispatcher: Dispatches an event to update a specific property of an object.

• All ids dispatcher: Dispatches an event to update the list of all object ids.

6.5 Sub-Observers

Sub-Observers are managed by the library itself. During runtime, they are created and deleted, matching the under-
lining data structure.

• AllIdsObserver: Observes changes in the order of the allIds Y.Array

• ByIdObserver: Observes additions and deletions of objects with in the byId Y.Map

• ObjectObserver: Observes changes in each Y.Map within the byId Y.Map

6.6 Architecture

The figure 10 illustrates a collaborative data synchronization system that leverages the introduced library. Upon ini-
tialization, the root observer registers itself to monitor changes in the root data structure. If the properties byId and
allIds are detected in the root, two sub-observers, ByIdObserver and AllIdsObserver, are created. These sub-observers
immediately begin monitoring the byId and allIds properties, respectively. When ByIdObserver detects a new prop-
erty within the byId object, it creates an ObjectObserver, which starts observing changes in the corresponding object.
If the object is deleted, the associated ObjectObserver stops observing and is subsequently removed.
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Figure 10: Normalized Yjs architecture. The diagram illustrates how the library establishes a hierarchical observer
pattern to efficiently track changes within a normalized data structure.

Peers can now manipulate the data through the Maintainer. Any changes to the data structure will eventually
be observed by all peers, and the appropriate payload will be dispatched accordingly.

7 JupyterLab Extension

JupyterLab supports the enhancement of its environment through extensions, which can improve existing function-
alities or introduce new ones [10]. Our extension contributes a new document type to the JupyterLab ecosystem.
Specifically, it interprets any “.puzzle” file as a JSON file and offers functions and a UI interface to manipulate this
data.

7.1 Data Model

The data model draws significant inspiration from JupyterLab’s notebook format. In Jupyter Notebooks, cells dictate
the rendering and user interaction for each segment [7]. To incorporate additional properties while excluding some
existing ones, we opted to create a new data structure.
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7.1.1 Structure

Similar to the Jupyter Notebook, we introduced various cell types for different exercise formats, including multiple
choice, text response, and coding. Each cell contains the following properties:

• id: Universally unique identifier (UUID)

• type: Defines the type of the cell (e.g., code-cell, multiple-choice-cell).

• metadata: Holds configuration values.

• description: A field that outlines the task or question for the specific exercise.

• studentSolutions: A list of fields, each representing a student’s solution.

• documentId: An technical reference to the unique identifier of the document.

Next, we introduced fields as a new structure, defined as follows:

• id: Universally unique identifier (UUID)

• type: Defines the type of field (e.g., markdown, code).

• createdBy: Holds a reference to the creator by their user ID.

Each cell can contain additional nested properties that hold a field or a list of fields. However, this introduction
highlighted a problem with following the Jupyter Notebook model:

A cell A might hold a property defining a field C, and a second cell B might hold the same or another property
defining the same field C. Instead of referencing field C, a new field D is created, resulting in two identical fields C
and D.

Moreover, when using yjs, observing and manipulating deeply nested JSON objects posed a challenge. Tracking
changes in deeply nested structures is complex because each level of nesting might require its own observation
mechanisms. Furthermore, changes at deeper levels must propagate correctly to maintain consistency.

When it comes to data manipulation, updating or accessing deeply nested fields often involves verbose and
error-prone code. Moreover, ensuring data integrity during updates, especially in collaborative environments, can
be challenging.

Lastly, frequent updates in deeply nested structures can cause significant performance overhead due to the need
to traverse and modify multiple levels. This led to the normalization of the data structure and the development of
the yj-normalized package, described in section 6.

7.1.2 Normalizing the Structure

Normalizing the data structure leads to fields being declared and defined in a separate collection called “fields”. In
this structure, each field property within a cell contains only a reference ID to the corresponding field object in the
“fields” collection. The empty structure looks as follows:

{ "cells": {"byId":{}, "allIds:[]}, "fields": {"byId":{},"allIds":[]}}

This approach enhanced data management significantly and resolved the previously mentioned issues.
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7.1.3 Factories

Instead of creating a new cells or fields directly via constructor, we opted for the Factory Method. The intent behind
the Factory Method design pattern is the following: Define an interface for creating an object, but let subclasses
decide which class to instantiate. Factory Method lets a class defer instantiation to subclasses [35].

A Factory Method is structured where one type of class, a Creator, is creating instances of a different type of
class, a Product [35].

Product and ConcreteProduct In our data structure we can identify: Cell and Field as a Product, which are
defined by the two interfaces ICell and IField respectively. Each Product, may encompass multiple concrete imple-
mentations. Every type of exercise: text response, multiple choice, and coding exercise introduces its corresponding
concrete ICell implementation. Regarding IField, implementations are categorized into SourceField and SolutionField.
While SourceField encapsulates a src property and specifies its interpretation (e.g. ICodeField, IMarkdownField), So-
lutionField represents a student’s solution, holding additional properties such as instructor comments or grades.
For each exercise type and therefore each concrete implementation of ICell there exists a corresponding concrete
SolutionField interface (e.g., ICodeSolution, IMultipleChoiceSolution).

Creator and ConcreteCreator A creator defines a factory method that returns an object of type Product. It may
also provide a default implementation of this method that returns a default ConcreteProduct object [35]. In our
implementation, we have defined two creators: CellFactory and FieldFactory. Each creator specifies a default
implementation for a concrete ICell and IField, respectively.

Each concrete IField and ICell corresponds to a ConcreteCreator identified by its type property, facilitating the
creation of specific cell or field types within the application logic.

FactoryService To centralize object creation, we have implemented two singleton services [36]: CellFactoryService
and FieldFactoryService. These services invoke the appropriate ConcreteCreator to instantiate objects.

The architecture is depicted in Figure 11.
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Figure 11: Factory architecture. The diagram depicts the interplay between YDocument, FactoryServices, Creators
and ConcreteCreators.

7.1.4 Handling Relational Dependencies

Relational data comes with dependencies. Having a Cell A that referencing field B as the only cell. Field B might
only exist because of Cell A. Therefore, deleting Cell A should also delete B.

Utilizing the Maintainer class (refer to section 6.3) of the yjs-normalized package, allows catching any reference
in an on delete cascade callback. This allows to delete any field referred by a cell when deleting the corresponding
cell.

Furthermore, a similar relationship may arise when creating a cell. A CellA is deemed valid only if the referenced
Field B also exists. Therefore, creating Cell A necessitates the creation of Field B simultaneously. Extending the Cell-
Factory to include a parameter that accepts a field creation function enables us to address this challenge effectively.
The field creation function ask for a type and returns the corresponding Field.

7.1.5 YDocument

The YDocument functions as an abstraction layer for the “.puzzle” file, providing a structured interface for data
manipulation and the subsequent invocation of Maintainers. It plays a crucial role in initializing both Maintainers
and Observers, ensuring that each collection —namely cells and fields — has an associated Maintainer and Observer.

When taskedwith creating a new cell of a specific type, the YDocument propagates this request to the appropriate
FactoryServices. This process involves not only the instantiation of the new cell but also the creation of associated
fields. Both the new cell and the referenced fields are encapsulated within a single transaction to maintain data
integrity and consistency. This transactional approach ensures that all related modifications are applied atomically,
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thus preserving the coherence of the overall data structure.

7.2 State Management

The official documentation for a Jupyter Lab extension describes statemanagement through signalling, where Signals
represent dynamic data changes within JupyterLab [11]. After evaluating and prototyping with Signals, we have
determined that our approach to state management will not primarily depend on signalling. This decision is closely
tied to our preference for using a normalized data structure.

The signalling library includes a React component, UseSignal, which facilitates listening to individual signals
and processing their payloads. However, managing numerous properties that evolve over time necessitates nesting
multiple instances of the UseSignal component. Moreover, when handling arrays of fields that undergo changes, this
leads to further nesting of UseSignal components.

As each React component relies on multiple parts of the data structure, complexity and maintenance overhead
for developers increase significantly.

Therefore, we have opted to utilize Redux as our global state management library. While this approach introduces
some redundancy in data storage, we contend that the impact on performance is negligible due to our operation with
small file sizes.

A redux application is defined by three parts [15]:

• The state, the source of truth that drives the app

• The view, a declarative description of the UI based on the current state

• The actions, the events that occur in the app based on user input, and trigger updates in the state

7.2.1 Shared Yjs Document State

In our scenario, part of the state directly corresponds to the content of the .puzzle document on a one-to-one basis. By
leveraging the yjs-normalized library, user interactions with UI components that modify data within the document
invoke a Maintainer (refer to section 6.3). The Maintainer subsequently updates the document’s content, which
triggers observations of these changes. These observations then prompt an action, which is processed by a reducer.
The reducer computes the latest state based on the provided payload. Finally, only the part of the UI affected by the
changes is updated.

Following the introduction of two collections, namely cells and fields, we have implemented corresponding Redux
slices to manage their data structures.

Aligned with the event dispatching mechanism of the yjs-normalized library (see section 6.4), the following
reducers have been defined for the cells slice: addCell, deleteCell, setCells, updateCellProperty, and updateCellsAllIds.
Similarly, equivalent reducers are implemented for the fields slice.

Every action payload includes a document ID to manage cases where multiple documents are simultaneously
open and manipulated. This ensures that updates intended for one document do not inadvertently affect another,
maintaining clear separation between document interactions.

This state is shared among all clients interacting with the Yjs document and exhibits eventual consistency.

7.2.2 Client State

Some state is specific to individual clients and not shared. User-related information, such as usernames and assigned
groups, is stored in its own slice named user.
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Regarding interactions with the Kernel (see section 7.4), we adopt a normalized approach with two slices. Firstly,
the kernelTestResultSlice which holds information concerning the success or failure of test runs. Secondly, the ker-
nelExecutionResultSlice that stores the output generated from code execution. Each of these slices is equipped with
reducers designed to set or remove new objects as needed.

7.2.3 Overview

The Redux store can be visualized as follows:

Figure 12: Redux Store. The diagram visualizes the slices and their reducers.

7.3 Design

Our objective was to create a simple and intuitive interface that users can easily interact with, drawing on some of
the UI principles from the Jupyter Notebook interface. This approach ensures that users do not have to learn a new
system. The following components were adapted from the notebook interface:

• Icons: All icons are directly rendered from the Jupyter UI components library [12].

• Markdown Editor: Allows users to switch between rendered and editing views by clicking on the rendered
markdown or pressing CMD/Ctrl + Enter while editing.

• Cells: Cells are highlighted with a border when hovered over or when interacting with a component within
the cell.

• Cell Toolbar: A toolbar offering several actions is displayed for each cell when the cell is hovered.

The design builds upon the react-quiz-ui library (refer to section 5). Jupyter Extensions typically implement and
define new widgets. For reusability, consistency, and testing purposes, we first implemented the UI components
without any business logic. Consequently, we also developed an abstraction layer on top of the react-quiz-ui library
to consistently apply the same configuration to the same component within that library. Then we developed the
widget with business logic using these UI components.

7.3.1 UI

Similarly to the react-ui-quiz component library, we first implemented small modular components and subsequently
built more complex components with them. Additionally, we utilized storybook to do visual testing with different
initial component configurations. This approach allowed for the development of consistent visual elements.
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Firstly, additional icons were defined using the interface of the Jupyter UI components library. Secondly, common
components and exercise-specific componentswere designed (see B.1). Each react-ui-quiz component is encapsulated
by a wrapper component.

The implementation of wrapper components offers several advantages. Consistency is a primary benefit, as
wrapper components ensure a uniform appearance and behavior across different parts of the widget. Simplified
configuration is another significant advantage; centralizing the configuration in wrapper components reduces re-
dundancy and potential errors, thereby facilitating easier maintenance of the codebase.

7.3.2 Widget

The widget connects the state (refer to section 7.2) with the UI components (refer to section 7.3.1) and implements
further application logic.

Context Passing props can become verbose and inconvenient when deeply nesting components or when multiple
components require the same data [46]. Tomitigate the issue of prop drilling, React Contextwas utilized. Two specific
contexts were introduced to facilitate communication within different parts of the application: the DocModelContext,
which encapsulates methods for manipulating the Yjs document (e.g., changeCell, deleteCell), and the KernelContext,
which provides methods for interacting with the kernel (e.g., executeTest, verifyTest; see section 7.4).

Integrating React Context with a Redux store results in streamlined props, primarily requiring the transmission
of only the relevant cell ID or field ID.

Components The components employ Redux hooks to load the relevant state data and utilize the context methods
described above to connect to the UI components. Additionally, they implement further application logic, including
determining the visibility of components or parts thereof based on the current Redux state and the provided user
information (e.g., instructor components are displayed only to users with the instructor role). They also map a list
of cells or fields to the corresponding components based on the type presented in the state data (see section 7.1.1).
Finally, they calculate exercise-specific values based on the current state.

7.3.3 Themes

Leveraging the theming features of Daisy UI [17] and the Monaco Editor [1] allows for changing the default colors.
For Daisy UI components, we decided to adapt the color scheme to match that of Bootstrap [47]. The colors are more
accessible for color-blind people. The DiffCode component implemented in the react-quiz-ui library (see section 5)
is designed to show the differences between the master solution and the student solution. Since green and red might
be misleading and could indicate whether something is correct or incorrect, we opted to use neutral colors.

7.4 Kernel communication

To enable the execution of code, we utilized JupyterLab kernels. We introduced the KernelMessagerService which
allows communication with the these kernels.

7.4.1 Methods

The service provides three functions that return results through dispatching of corresponding Redux actions. The
executeCode function retrieves code from multiple fields, executes it, and dispatches the setKernelExecutionResult
action with the resulting outputs. The executeTest function also retrieves code from multiple fields and checks for
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the presence of assertion code (e.g., assert 2 == 1 + 1). It evaluates the test’s meaningfulness, executes the code,
and dispatches setKernelExecutionResult with the resulting outputs. Additionally, it dispatches setKernelTestResult
to indicate whether the test was successful. The verifyTes function follows the same steps as executeTest, but with
the added capability of emitting a signal if the test is successful. This signal is then captured and processed by the
YDocument, which updates the data entry of the corresponding test case to verified.

7.4.2 Meaningful Tests

Without meaningful tests, students could easily create test cases that do not provide any further insight into how a
function or application operates (e.g., assert 1 == 1). Determining whether a test is meaningful is a challenging prob-
lem. However, assuming the assertion code follows a certain structure, we can simplify the problem by leveraging
regex matching.

An assertion code can contain multiple assertions. Therefore, we test each assertion for meaningfulness, assum-
ing the following structure:

assert {value}

OR

assert {left side} {operator} {right side}

For the first type of assertion, we consider only the simplest case where the value is “True”, excluding functions that
return boolean values. For the second type, we account for operators such as ==, !=, >=, <=, >, and <. For simplicity,
if none of these operators are used, we assume that the test is meaningful. Utilizing regex matching, we identify
the different parts of the assertion. Using the JavaScript method eval[18], we can evaluate both the left side and the
right side of the assertion. We compare the evaluated and raw values of both sides. If either the raw values or the
evaluated values are equal, we can conclude that the assertion is meaningless.

This method can be easily extended and refined.

7.4.3 Execution output

Kernel executions can produce various types of outputs. To identify the format of these outputs, we have imple-
mented a dedicated helper class for this task. The ExecutionOutputHelper takes the execution results as input and
formats them into a standardized output that can be displayed using the KernelOutput component (refer to section
7.3.1).

The following output formats are supported:

• application/json: JSON objects are displayed using a third-party library (react-json-view-lite).

• image/png: Images are converted to base64 format and displayed using an HTML <img> tag.

• text/html: HTML code is sanitized and then inserted into a <div> tag. HTML sanitization is performed to
mitigate security risks [13].

• text/plain: Text messages are displayed in a neutral alert <div>.

• error: Error messages are displayed in an error alert <div>.

Any output format other than those listed will result in an error indicating that the format is not supported.
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7.5 Plugin

The plugin serves as the entry point for the JupyterLab extension manager and provides several injectable services
crucial for managing specific components of the JupyterLab ecosystem. It facilitates access to user information
through the JupyterFrontEnd service, which suffices for single-user setups. However, in a multi-user environment
with JupyterHub, additional details such as user group assignments are needed. To acquire this information, we
issue a request to the JupyterHub API with the username, allowing us to distinguish between instructors and stu-
dents. Furthermore, the Plugin introduces a command for creating empty “.puzzle” files, which is essential since a
completely empty “.puzzle” file could lead to errors. These files are initialized with the structure defined in section
7.1.2 and the command is incorporated into the JupyterLab launcher, which appears when no document is open. The
plugin also manages document type registration, enabling the addition of a new file type, “.puzzle” , and configures
kernel behaviour to ensure that a new kernel is created when opening a “.puzzle” document and shut down when
the document is closed. Additionally, the Restorer, working in combination with a tracker, allows the application to
restore users’ previous sessions by reopening documents that were active during the last session.
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7.6 Overview

The figure 13 illustrates the key components and their relation to each other.

Figure 13: JupyterLab extension architecture overview. This diagram illustrates the core components of the Jupyter-
Lab extension, categorized by their functions: visual elements (green), communication with the JupyterLab kernel
(orange), exercise data management (blue), storing the current state (violet), and integration into the JupyterLab
ecosystem (white and grey).

JupyterHub and JupyterLab serve as platforms with distinct APIs for interaction: JupyterLab offers services that
facilitate seamless integration of plugins into its ecosystem, while JupyterHub provides a REST API for retrieving
user group assignments.

In the plugin architecture, the widget is registered with the injected services, leveraging the Redux store as
the single source of truth for maintaining the current state. This setup ensures that any state changes automatically
trigger a re-rendering of the widget components. The widget components are built usingmodular React components,
which include wrappers for react-quiz-ui to maintain a consistent user interface while implementing the application
logic.

To manage component interactions efficiently and avoid prop drilling, React contexts are utilized. Specifically,
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DocModelContext facilitates interaction with the YDocument, and KernelContext grants access to the methods pro-
vided by KernelMessagerService.

The creation and management of new cells are handled by the YDocument through the FactoryService. The
Maintainer oversees any new cells, fields, or modifications to existing entities, creating transactions that capture
these changes to the state. Observers then register these changes and dispatch the relevant actions to the Redux
store.

Additionally, when execution requests are sent to the kernel, actions are dispatched with the execution output,
which is then updated in the Redux store.

8 JupyterHub

To make the extension more accessible and also testable, we integrated a JupyterHub server into the ETH infrastruc-
ture. JupyterHub is an open-source platform designed to provide multi-user access to JupyterLab. It offers to us a
scalable, shared computing environment where multiple users can interact with Jupyter notebooks simultaneously.
For each user, it provides an isolated JupyterLab server on a shared infrastructure. It supports customizability for
authentication, environment spawners, permissions and more. Furthermore, it provides a user-friendly interface for
both administrators and users, facilitating the management of user accounts, resources, and server configurations
[9].

8.1 Authentication

JupyterHub offers many authenticators to build upon. For simplicity, we decided to use the GitHub Authenticator.
In Figure 14 the procedure for OAuth is visualized. It follows the following steps [9]:

1. A client makes an HTTP request to the JupyterHub server, which acts as the OAuth client.

2. If no credentials are provided, the server redirects the client to the OAuth provider, which in this case is GitHub.
The provider receives additional information such as the OAuth client ID and the redirect URL to navigate back
to the JupyterHub server.

3. The user is prompted to authenticate using their GitHub login credentials, which may already be stored in a
cookie.

4. After the user consents to authentication via GitHub, the provider issues an OAuth code, a short-lived record
of the authorization.

5. Finally, the user is redirected back to the JupyterHub server using the provided redirect URL.

The necessary configuration values are stored in an “env” file on the server. This file defines 3 environment variables:

• OAUTH_CLIENT_ID: An unique identifier assigned to the client application by the GitHub authorization server
when the application registers.

• OAUTH_CLIENT_SECRET: The OAUTH_CLIENT_SECRET, along with the OAUTH_CLIENT_ID, is used to authenticate
the client application to the GitHub authorization server. This secret is never exposed to the public.

• OAUTH_CALLBACK_URL: It is the URL to which the GitHub authorization server redirects the user-agent after
the user has authorized the client application.
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8.2 Spawner

A Spawner initiates a single-user notebook server. It serves as an abstract interface to a process, and is able to
perform 3 actions [9]:

• Starting a process

• Polling to check if a process is still running

• Stopping a process

The Jupyter Project offers various spawner options. We chose the DockerSpawner because our server environment
includes a Docker daemon. We had to consider the following configurations:

• The DockerSpawner supports the use of multiple prebuilt Docker images, each potentially incorporating ad-
ditional JupyterLab extensions. For our implementation, we leverage a Docker image specifically designed
for collaborative learning, which is produced through a GitHub pipeline. When multiple images are available,
JupyterHub prompts the user to select the desired image for launching their JupyterLab instance.

• Network: To allow JupyterHub to communicate with the JupyterLab instances, they need to run in the same
docker network. We used a predefined network to also expose the JupyterHub service (port 8000) to the public.

• Working Directory: jupyter/docker-stacks notebook images run the Notebook server as user jovyan and set
the user’s notebook directory to /home/jovyan/work [8]. We followed this convention.

• Volumes: For us, two factors were relevant. Firstly, persistency, which is ensured by using user-assigned
namedDocker volumes. Secondly, a populatedworking directory, whichwe achieve bymounting an additional
volume containing test files.

The user-assigned volume is mounted to /home/jovyan/work, and the additional volume, including test files,
is mounted to /home/jovyan/work/testfiles. Within the testfiles directory, users are only allowed to modify
existing files but are not permitted to create or delete directories or files. On the other hand, on the user-
assigned volume, users have full privileges.

8.3 Allowed Spawner Images

Allowed images must be declared in a dictionary. The key refers to the value displayed to the user, and the value
represents the actual image [8]. To simplify maintaining this dictionary, we use a dedicated allowed_images.yaml
file. On startup, the contents of this file are passed to the JupyterHub configuration. Any changes to this file take
effect only after restarting the server.
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8.4 User and Groups

User and group management for JupyterHub can be accomplished through two methods: On startup, by providing a
file named admins, JupyterHub registers each user in this file as an administrator. Additionally, by mounting a room-
config.yaml, collaborative servers are created, and users are assigned to the instructor group. Such a room-config.yaml
is structured as follows:

instructors:

- alice

rooms:

collaborative-test:

members:

- bob

The instructors’ property maintains a list of all instructors, who can access each collaborative server and act as
instructors. The members’ property contains users who have access to that particular collaborative server but are
not assigned the instructor role. Changes to the files only take effect after the server restarts. The second method is
through the JupyterHub Admin UI, where the above permissions can also be granted or revoked by an administrator
during runtime. Additionally, the UI allows for creating new collaborative servers and assigning users to them.

8.5 Copier

Populating users’ working directories posed a challenge. In JupyterLab notebook images, creating a new directory
or copying a folder to a non-existing path within a Docker instance results in ownership by the root user, which
prevents the user jovyan from operating on this path.

To address this issue and achieve populatedworking directories, we implemented aworkaround: A copier Docker
service mounts the testfiles directory from local storage and a named Docker volume (see figure 14). It then overrides
all existing files within the named Docker volume with the content from the mounted testfiles directory. To allow
the user jovyan to operate on this path, permissions are recursively changed. After completing its task, the service is
removed. This process can be manually repeated at later stages to modify existing files or add new files to the shared
Docker volume.

This Docker volume is subsequently mounted in each JupyterLab instance, as described earlier (see section 8.2).
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8.6 Architecture

Figure 14 visualizes the most important aspects of the system discussed in the previous sections.

Figure 14: JupyterHub Architecture. The diagram illustrates the architecture of the JupyterHub environment, show-
casing the interaction between key components: JupyterHub, Jupyter Lab spawner containers, Copier service, and
local storage. The diagram highlights the authentication flow, user management, and data provisioning processes.

9 User Testing

To evaluate and test the system, we conducted two user testing sessions, each targeting different user roles: students
and instructors.

The objectives of these evaluations were to assess several key aspects. First, we aimed to evaluate the usability of
the interface, examining how intuitive and user-friendly it is for both students and instructors. Second, we focused
on performance to determine how effectively the extension operates under real-world conditions, with particular
attention to responsiveness and stability. Third, we sought to gather user feedback, collecting insights into users’
experiences, suggestions, and pain points to identify areas for improvement. Lastly, we aimed to measure the effec-
tiveness of the extension, investigating whether it enhances the collaborative learning experience for students and
supports instructional tasks for instructors.
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In the subsequent sections, we will provide a detailed discussion of our procedure, outlining the steps undertaken
for each user testing session.

9.1 Student Perspective

To gain insights into how students perceive the system, we conducted an evaluation process and collected quan-
titative data in the form of a post-test assessment of usability using the System Usability Scale (SUS), as well as
qualitative data through a questionnaire.

9.1.1 Recruitment

The selection process involved a signup form that was accessible to lab members. We successfully recruited a total
of 7 participants (5 females and 2 males), with all but one participating in person.

9.1.2 Apparatus

The evaluation was conducted using the system outlined in section 8. Each participant utilized their own machine,
working with their preferred browser and operating system. All participants chose Google Chrome as their browser,
and both Windows and macOS were used as operating systems.

9.1.3 Procedure

Participants were given a brief presentation on the thesis and the developed system, followed by an introduction to
the tasks. The testing session encompassed all three types of exercises. For each task, participants were not provided
with the answers, and the role of the instructor was assigned to one member of the project team. To minimize delays,
a “.puzzle” file was prepared in advance.

In the text response exercise, participants were initially tasked with writing a free-text response to a prompt (see
Appendix C.1.1). After completing their responses, participants submitted them for evaluation. The instructor then
reviewed each submission, provided feedback, and presented a master solution to the participants.

In the multiple-choice exercise, participants answered a multiple-choice question (refer to Appendix C.1.2), with
the option to select multiple answers. After 1 minute, the correct answer and the distribution of selections were
displayed to the participants.

For the coding exercise, a pre-selected participant with Python coding knowledge wrote code and shared their
screen with all participants. Other participants proposed new assertion codes in the form of simple yet meaningful
asserts. This approach ensured that Python coding knowledge was not required for participation in the evaluation.
The participant responsible for coding was provided with the master solution (refer to Appendix C.1.3) and adjusted
the code iteratively based on new test cases that initially failed. This collaborative approach enabled real-time testing
and refinement of the code, incorporating diverse input from participants with varying levels of coding expertise.
Finally, the instructor showed the solutions to all participants, allowing them to validate and compare their code
using a diff editor.

After completing the tasks, participants were asked to fill out a System Usability Scale (SUS) assessment [5] and
a questionnaire with seven questions (refer to Appendix C.1.4).
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9.2 Instructor Perspective

For evaluating the instructor interfaces, we conducted a heuristic evaluation following the guidelines outlined in
the paper "How to Conduct a Heuristic Evaluation" by Jakob Nielsen [38]. We considered the original ten heuristics
introduced by Jakob Nielsen [39].

9.2.1 Recruitment

Participants in the evaluation were involved both on-site and remotely. They were selected through a signup process
via an online form. A total of 4 participants (2 males and 2 females) were recruited for the evaluation procedure.

9.2.2 Apparatus

The evaluation was carried out on the system described in section 8. Each participant used their own laptop and
chose their preferred browser and operating system for evaluation. All participants operated on aWindows operating
system, with one using Brave browser and the remaining participants using Google Chrome.

9.2.3 Procedure

First, the participants were introduced to the ten heuristics relevant for the evaluation, and each was provided with a
heuristic-evaluation workbook in the form of a Google form following the workbook created by the Nielsen Norman
Group [21]. This form allowed participants to document their findings for each task. The participants were then
asked to evaluate the interface on their own. Each task was performed twice in a row. The first round served as a
practice session to get familiar with the system. In the second pass, participants identified design elements, features,
or decisions that violated one of the ten heuristics. After completion of the independent evaluation, the workbook
was collected to synthesize the identified issues. For all tasks (see appendix C.2), a member of the project played the
role of the student.

10 Results

10.1 Evaluation of the student perspective

10.1.1 Qualitative Questionnaire

The questionnaire results indicated that the multiple-choice and text response exercises were perceived as intuitive
components of the interface. Participants also positively evaluated the feedback box containing the instructor’s
comments and the markdown editor.

However, the coding exercise, particularly the test case functionalities, were found to be confusing for most par-
ticipants. The purpose and operation of buttons for adding, verifying, and deleting test cases, as well as running the
student’s code and submitting solutions, were not clearly understood. Additionally, the absence of visual indicators
for the state of test cases left participants uncertain about whether a test case had been verified. There was also
confusion regarding the input box for the test name and the code editor for assertion code, with many participants
mistakenly entering assertion code into the test name field.

The testing session also revealed several technical issues. For instance, exercises sometimes failed to appear
when initially made visible to participants, suggesting a synchronization problem. Exercises only became visible
after refreshing the webpage on each client. Moreover, during the coding exercise, the verification function was
disabled for all participants after the first test case was verified, preventing further test case verification. Some
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participants encountered difficulties with creating new test cases, and one participant reported that their test case
was overwritten by another participant’s submission.

Participants proposed several improvements, such as redesigning the test case verification and code submission
functionalities to ensure clearer separation of their roles. They also recommended prepopulating test cases with
default code that includes the assert keyword. In addition, the participants called for more detailed indicators on the
status of the submitted solutions and the verification of test cases. Participants suggested allowing students to add
additional test cases after submission to help peers who had not yet finished their work.

In terms of desired features, participants expressed a preference for having aggregated information on howmany
test cases passed and how many students out of the total could or could not pass a test case. They also highlighted
the potential benefit of integrating large language models (LLMs) to automatically generate test cases.

Lastly, participants provided suggestions to enhance the collaborative learning experience. One recommenda-
tion was to implement a collaborative coding mode that pairs two students together: one student writes the code
while the other attempts to break it by adding new and more complex test cases. Another suggestion was to incorpo-
rate gamification mechanisms, such as a leaderboard. Additionally, participants recommended enabling students to
provide feedback on each other’s submissions and displaying the number of users currently working on the exercise.

10.1.2 SUS Questionnaire

The evaluation of the SUS questionnaire, presented in Figure 15, effectively highlights the issues of the interface
mentioned above. However, there are some discrepancies between the opinions of the participants reflected in the
statements S3, S4, S5, S7, S9 and S10. These differences in perceptionmight be related to participants’ familiarity with
similar interfaces, such as the JupyterLab interface, as we also adapted some of its visual principles. For statements
S1, S2, and S8, most participants demonstrated a high level of agreement with each other. The average SUS score is
approximately 58.92, while the mean SUS score is calculated to be 65, indicating the presence of potential outliers.
The SUS score ranges from 17.5 to 87.5 with a standard deviation of 19.99 confirming the discrepancies. According
to the benchmark by James R. Lewis et al. [31], a score above 68 indicates an average user experience, while a score
above 80 suggests a good user experience. A score below 68, suggests that our extension needs improvement.
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Figure 15: System usability scale chart. The chart visualizes participants’ responses to each SUS statement.

10.2 Heuristic evaluation of the instructor perspective

The heuristic evaluation highlighted issues that align with those discussed in the qualitative questionnaire from the
student’s perspective (see Section 10.1.1). This overlap arises because some features and visual elements are shared
between the student and instructor views, leading to similar concerns being identified from both perspectives. Nev-
ertheless, the evaluation revealed new issues specifically related to the instructor UI. The participants recommended
implementing warnings for critical actions, such as deleting exercises or making them visible, to prevent accidental
changes. Additionally, an undo functionality was suggested to allow instructors to revert unintended modifica-
tions. Furthermore, the evaluation uncovered confusion or absence of critical state indicators, such as the visibility
status of exercises, the instructor’s comments, the solution display status, and the student’s solution. Participants
recommended implementing color-coding, icons, or text messages to clarify these states. Moreover, a majority of
participants found the commenting function non-intuitive and suggested incorporating functionalities to change
visibility, as well as to add or remove comments entirely. Further requested features included options to mark so-
lutions as correct or incorrect, shortcuts for various functionalities, and indicators to show whether a student is
actively working on an exercise. Specifically for the multiple-choice exercises, participants noted that reordering
options was not very user-friendly. They suggested that adding animation or enabling a drag-and-drop mechanism
would significantly improve the user experience. In addition, a recommendation was to include an indicator showing
how many students have submitted their selections, which could provide valuable feedback to instructors. Concern-
ing the coding exercise, participants reported confusion regarding the visual separation between the starting code
and the solution code, since both are concatenated during execution. They suggested implementing a clearer visual
grouping. Lastly, implementing a real-time compilation check while editing both the starting code and the solu-
tion code would enhance the user experience. This feature would allow the instructor to identify errors and issues
immediately.
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11 Discussion

Our testing session revealed that while some participants had a positive experience with the interface, there were
clear areas that needed improvement, particularly regarding technical issues, collaborative features, and user inter-
face design. Despite these challenges, the system demonstrated significant potential for enhancing in-class program-
ming courses. In this section, we reflect on the system’s design and discuss its implications for future educational
software development in the context of Human Computer Interaction (HCI).

11.1 Implications

11.1.1 User Testing Findings

Firstly, it is essential to address bugs related to synchronization issues and the coding exercise, especially concerning
the test case feature. Secondly, the feedback highlights the critical role of intuitive and effective UI design. Clear
indicators and a well-designed interface are essential for ensuring that users can navigate and utilize the system
efficiently. Therefore, a comprehensive enhancement of the user interface is necessary to improve the overall user
experience and communicate the system state more effectively. Lastly, expanding existing features and incorporating
new ones will further enhance the system’s functionality and user engagement.

Note that the synchronization issues were resolved, and several UI improvements were implemented before the
submission of this thesis.

11.1.2 Enhanced Learning Experience

The integration of interactive and real-time collaborative features within the system proved valuable for both in-
structors and students. In particular, the live peer testing introduced by PuzzleMe benefits instructors by saving
time and allowing improvised exercises, while helping students verify their understanding and practice test-driven
development [50]. In addition, providing individual real-time feedback enhances the learning experience by helping
students compare their solutions with the master solution. This personalized feedback aids students in identify-
ing and addressing gaps in their understanding [22]. Designers of future collaborative learning platforms should
consider incorporating similar interactive and feedback-driven elements to maximize educational benefits.

11.1.3 Integration into the Jupyter Ecosystem

The integration of our system into the Jupyter ecosystem allows for scalability and adaptability across different edu-
cational contexts. The extension can be adapted to various course formats, from introductory programming classes
to advanced data science modules. By leveraging Jupyter’s existing infrastructure, our system can be seamlessly
integrated into educational settings where Jupyter is already in use. This minimizes the learning curve for both
instructors and students, as they are already familiar with the core functionalities of Jupyter notebooks. The open
source nature of our system encourages community-driven development and continuous improvement. Educators
and developers can contribute to the codebase, suggest enhancements, and share best practices.

11.1.4 Further Libraries

By separating quiz UI components from the extension codebase and creating a generic framework for managing
normalized data in Yjs, we contributed to the modularity and reusability of our system. This separation allows the
quiz components to be used independently in other projects, enhancing their utility beyond our specific application.
Additionally, the framework for managing normalized data in Yjs provides a robust solution for handling complex
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data structures in collaborative environments, which can be adopted by other developers and educators to build
more efficient and scalable applications.

11.2 Future Work

11.2.1 Exercise Types

Future work could encompass the development of additional exercise types, such as simple yes/no quizzes, picture-
based quizzes, and more sophisticated exercises in which students are given incomplete code snippets to complete,
thus improving their understanding of the programming syntax. Furthermore, existing exercise types could be
refined and new functionalities introduced. For example, the instructor-student interaction facilitated through the
comment feature could be enhanced to support bidirectional communication similar to Codeopticon[22], allowing
students to pose questions and allowing real-time interaction during the exercise, not solely post-submission.

The integration of automated grading for specific types of exercise could provide immediate feedback, streamline
the evaluation process, and reduce the workload of instructors. Furthermore, implementing adaptive difficulty levels
based on individual student performance could tailor the learning experience to accommodate both novice and
advanced learners.

In terms of multiple choice questions, an optional configuration could be added to require students to justify
their selected answers, promoting critical thinking and deeper engagement with the material. For free-text response
exercises, the inclusion of hints and word limits could encourage more concise writing.

The coding exercise currently lacks support for advanced testing techniques such as exceptions, callbacks, and
dynamic tests. Integrating these features would enhance the functionality and provide a more comprehensive eval-
uation.

The architecture outlined in this thesis provides a robust framework that facilitates the seamless extension of the
existing system and the integration of new features.

In our opinion, the potential for further development in this area is substantial.

11.2.2 More Collaborative Features

The extension currently offers a peer assessment feature in the form of live peer testing. As a next step, the live peer
code review mechanism introduced by PuzzleMe could be implemented. This mechanism would intelligently group
students based on their solutions, allowing them to discuss and review each other’s work [50]. Such an approach
could enhance their understanding of the code. Furthermore, the qualitative questionnaire 10.1.1 revealed additional
ideas. One promising suggestion was the introduction of a collaborative coding mode that pairs students together,
with one student assigned the coding task and the other tasked with attempting to break the code by creating
test cases, similar to CodeDefenders[41]. Other suggestions included potential enhancements for the collaborative
immersive environment, such as displaying the presence of other students and providing a feedback system. These
features would promote a sense of community and enable students to offer constructive feedback to one another.

11.2.3 Enhancing Security and Privacy

Since the presented system operates as a frontend extension, it does not guarantee security and privacy. Essentially,
any user with sufficient technical knowledge could potentially access data from the “.puzzle” file. This vulnerability
means that a malicious student might be able to view the master solution or the solutions of other students. Fur-
thermore, the current implementation does not prevent a malicious user from altering the contents of the “.puzzle”
file or modifying its data structure, which could lead to corrupted or erroneous files.
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To address these security concerns, the implementation of a JupyterLab server extension is necessary. Such an
extension could enforce controlled access andmodifications to the “.puzzle” file, potentially incorporating encryption
schemes to protect solutions from unauthorized users. Further research and development in this area are required
to establish robust security measures and ensure the integrity of the data.

Additionally, the current implementation does not adequately protect user privacy. Both created exercises and
submitted solutions currently store usernames. To enhance user privacy, a server-side anonymization process for
usernames could be implemented.

11.2.4 Integration of LLMs

Integrating Large Language Models (LLMs) into the extension could significantly enhance its functionality. LLMs
could be utilized for various purposes, such as generating exercises, providing personalized feedback to students, and
assessing the correctness of student solutions even in the absence of predefined test cases. Additionally, LLMs could
evaluate the meaningfulness of test cases, contributing to a more intelligent learning environment. The potential
of LLMs in this context is substantial, but further evaluation is necessary to assess their technical feasibility and
integration within the system.

12 Conclusion

This thesis introduces a collaborative learning extension for JupyterLab, specifically designed to manage quizzes
and assess student solutions at scale through live peer testing. In addition, we present a React Quiz UI Component
Library and a Yjs Framework Library for managing normalized semi-structured data. Furthermore, we introduce
the integration of a multi-user JupyterHub instance into the ETH environment. Our testing sessions revealed both
technical issues and potential enhancements, while also demonstrating the system’s promise. All contributions are
publicly available, paving the way for further development and research in this domain.
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A React Quiz UI

A.1 Implementation

The IExerciseObject interface and IExerciseAnswer interfaces are defined as follows:

interface IExerciseObject {

metadata?: Record<string, any>;

}

interface IExerciseAnswer {

referenceId?: string;

answer: any;

}

B JupyterLab Extension

B.1 UI Components:

B.1.1 Common Components

• KernelOutput, KernelOutputContainer, and CompilingKernelOutputContainer: Displays kernel out-
puts in the specified order with appropriate styling, e.g., an error message implies a red background color. The
CompilingKernelOutputContainer additionally indicates the compilation status.

• BaseButton and SubmitButton: The BaseButton ensures consistent styling for all buttons displayed in the
extension. The SubmitButton extends BaseButton by adding another feature: a "submitted" badge is displayed
when the button is pressed.

• Code and Markdown: These are wrappers of the corresponding components of the react-quiz-library that
configure the provided components to be suitable for the extension.

• Content andContentBody: Designed to be used together, these components apply a border and standardized
padding around the content. They also enable hovering and interaction within the Content component.

• Toolbar, ToolbarButton, and ToolbarToggle: Common toolbar components for interacting with cells.

• Indicators: Components to show various statuses or notifications.

• Feedback: Components to collect and display user feedback.

• HTML Sanitizer: Ensures that HTML content is sanitized for security.

• Tabs: Components to manage tabbed content within the extension.

B.1.2 Exercise Components

• Coding: A container component defining what components can be included within a coding exercise compo-
nent.

• CodeElement: A code editor with a label specifying the purpose of the editor.
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• MultipleChoiceInstructor,MultipleChoiceInstructorItem, andMultipleChoiceInstructorConfigItem:
Instructor components for creating and editing multiple choice exercises.

• MultipleChoiceStudent: This component wraps the multiple-choice component of the react-quiz-ui library
and adds a submit button.

• TextResponseStudent: This component wraps the text response component of the react-quiz-ui library,
adding a feedback container and a submit button.

C Evaluation

C.1 Student Perspective

C.1.1 Text Response Exercise

Prompt: Explain the importance of feedback in user interface design. Provide an example of how feedback en-
hances user experience.

Solution: Feedback in user interface design is crucial because it helps users understand the system’s response to
their actions, ensuring they feel confident and in control. It confirms actions, prevents errors, guides users, enhances
satisfaction, and aids learning. Example: In an online form, real-time validation (e.g., highlighting an incorrectly
formatted email address) prevents errors. Upon submission, a loading icon and success message ("Thank you for
registering!") confirm that the form was processed correctly. This immediate feedback improves usability and user
satisfaction by making interactions clear and reassuring.

C.1.2 Multiple Choice Exercise

Question: Which stage of the HCI design process involves creating prototypes to test with users?

Options:

• Analysis

• Design (correct answer)

• Evaluation

• Implementation

C.1.3 Coding Exercise

Exercise: Write a function format_username(username) that takes a single username as input and returns a for-
matted version of the username based on the following rules:

• Remove any leading or trailing whitespace from the username.

• If the username is empty after removing whitespace, consider it invalid (return "Invalid username").

• If the username is between 1 and 20 characters long (inclusive), return it unchanged.

• If the username is longer than 20 characters, truncate it to 20 characters and add ...

• Consider usernames containing special characters (@, #, $, %, etc.) invalid (return "Invalid username")
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Solution:

def format_username(username):

username = username.strip()

if len(username) == 0:

return "Invalid username"

if any(char in username for char in '@#$%&*'):

return "Invalid username"

if len(username) <= 20:

return username

else:

return username[:20] + "..."

C.1.4 Questionnaire

• What aspects of the interface did you find most intuitive?

• Were there any features that you found confusing or difficult to use?

• Have you encountered any bugs? If yes, describe them.

• Did you notice any performance issues while using the extension? If yes, when did they occur?

• What improvements would you suggest for the extension?

• Are there any features you would like to see added?

• How could the collaborative learning experience be enhanced?

C.2 Instructor Perspective

C.2.1 Task: Create a Text Response Exercise

1. Create a text-response exercise asking students: What’s the capital of France?

2. Add the solution: Paris

3. Make the exercise visible to the students

4. Wait for submission and observe the student answering the question

5. Add the comment "Good job!" to the answer of the student

6. Show the solution to the students
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C.2.2 Task: Create a Multiple Choice Exercise

1. Create a multiple choice exercise asking students: Which of the following are fruits?

2. Add the options: (a) Apple, (b) Carrot, (c) Banana, (d) Potato

3. Allow multi selection

4. Reorder the options to obtain the following order: c, a, d, b

5. Select the correct answers: a, c

6. Make the exercise visible to the students

7. Wait and observe the student selecting the answer

8. Show the solution to the students

9. Move the exercise above the text response exercise

10. Delete the multiple choice exercise

C.2.3 Task: Create a Coding Exercise

1. Create a coding exercise asking students: Write a Python function add_numbers that takes two numbers as
input and returns their sum.

2. Add the starting code: def add_numbers(a, b):

3. Add the solution code: return a + b

4. Add and verify an assertion code: assert 4 == add_numbers(2,2)

5. Configure: Student should have to submit one testcase before starting coding

6. Make the exercise visible to the students

7. Wait for submission and observe the student coding

8. Show the solution to the students
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